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Abstract 
 

Real-time embedded systems are increasingly being implemented on system-on-chip (SoC) devices in order to take advantage of lower 

power consumption, lower unit cost, and higher integration. These SoCs have processors, memory, peripherals, controllers, and other 

subsystems on the same silicon die. Based on the different business requirements wide variety of SoCs are designed and manufactured. 

The application development on these SoCs requires device drivers for communicating with the peripherals. Some of the most common 

device driver categories are: Serial (I2C, SPI, UART), Storage (MMC/SD, NAND etc), Audio, Connectivity (USB), Networking and 

Video. The interfaces and implementation of these device drivers vary with different SoCs and RTOS (e.g. DSP/BIOS, PrOSetc).  

With increasing number of SoCs and less time to market, the device driver validation needs to be efficient and reliable. Typically test 

benches or test suites are developed to carry out the validation. Such test benches should have an architecture that helps plugging in new 

testcases easily, provide test case portability across SoCs and RTOS, enable ease of use, help in regression tests, provide better maintain-

ability and improved time to market. 

The purpose of this paper is to explain the architecture of the test bench that we have developed. We also want to share the details on 

prior work/experience, what motivated us to develop the test bench. We will also cover the impact of these test benches across different 

teams within our organization and our customers. Finally we will conclude with the status of current work and future plans. 
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1. Introduction 

1.1. System on chip 

Typically a System on chip has a processor, peripherals and other 

resources on the same silicon die. 

 

 
Fig. 1:Block Diagram of A Soc (Example). 

1.2. Device driver 

Applications use device drivers to communicate with hardware 

peripherals and devices present in the system. A device driver 

communicates with the peripheral using the underlying hardware 

mechanism. There are different categories of device drivers like 

serial, networking, display, audio, video and storage drivers. The 

implementation/ interfaces of each driver vary with different plat-

forms and operating systems. 

 

 
Fig. 2:Software Stack with Device Driver Layer. 

1.3. Device driver validation 

Validation of device driver includes creating different categories 

of test cases which can be run on the required platform and operat-

ing system. 
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Fig. 3:Categories of Tests. 

2. Problem statement 

Semiconductor companies produces various SoCs having different 

set of peripherals and configurations.The device drivers are deliv-

ered independently for each platform and operating system. The 

driver validation activity specifically the test framework is de-

pendent on following attributes. 

2.1. Maintainability 

The test bench architecture should define a standard way to add 

test cases for a new driver, new test cases for existing drivers. This 

will enable the test developers to develop the test cases in a well 

defined way.  

2.2. Portability and reusability 

The APIs and parameters of device driver for a particular periph-

eral could vary across platforms and RTOS. Test cases developed 

for a device driver should be portable across multiple platforms 

and RTOS to enable reuse of test cases.  

2.3. Test case configurability 

All the test parameters should be configurable at run time. The 

user should be able to execute a test case with varying parameters 

through a test script or user interface. Varying of test parameters 

should not require changing the test code. This will increase the 

robustness of test code and increase the flexibility to add new test 

cases on the fly. 

2.4. Test execution and analysis 

The test bench needs to be executed on the target. The test bench 

should provide a user interface through which the user should be 

able to run all the predefined tests at one shot using a test script. It 

also should give the flexibility to execute a particular set of tests 

and on the fly configuration of tests during execution.  

The test logs should provide very clear details regarding the test 

case that is executed, test parameters, the intermediate logs and 

result. The log should help in further analysis and debugging. 

2.5. Test bench as a product 

The test bench should be productized and releases should be made 

available to the developer as well as the customer.  

Developers can use the test bench for unit testing and regression 

testing before the release to the validation. 

Customers can use the test bench and can execute the tests on their 

custom hardware.  

3. Literature review 

The main idea of this thesis is to introduce a scalable test bench 

architecture to validate device drivers for an IP on various SoCs 

and Platforms. The test architects can re-use 98% of the code us-

ing this architecture when moving into new platform. Only the 

Platform Abstraction layer and OS abstraction layer need to 

change and all the test cases can as it is be run with this.  

4. Proposed work 

4.1. Test bench architecture 

The following figure 1 represents different modules of the test 

bench. 

 

 
Fig. 4:Test-Bench Architecture. 

 

The functionality of each module is explained below: 

• User interface: User can communicate with the test bench 

using the user interface module. Through this interface the 

user can choose to execute the test scripts at one go or exe-

cute the required tests. The parser which is part of this mod-

ule would parser the command and invokes the required 

test.  

• Test scripts: Test scripts contain the pre defined test cases. 

The user can choose to execute the test script so that all the 

tests are executed at one go. 

• Utility:Utility module contains common modules which can 

be used by different test cases.  

▪ Log module can be used as a utility for printing the logs and 

test information while executing the test case. 

▪ Performance measurement module can be used by test ap-

plications that want the CPU load and throughput measure-

ment. 

• Test case module contains the set of test cases implemented 

for running the test. 

• OSAL is an abstraction layer for the OS services and will be 

used by the test cases requiring OS services.  

• PAL helps in abstracting the platform specific code. 

• Driver API Abstraction Layer is an abstraction to the driver 

APIs and definitions. The test application will not directly 

call the driver APIs but instead call into this abstraction lay-

er. The advantage of having this layer is to isolate the 

changes to the test case layer if the APIs, definitions or pa-

rameters of a driver change across the platforms. 
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5. Result 

• The test bench has been developed and productized.  

• Test bench supports test suites for various drivers. These 

include Serial (UART, SPI, I2C), Storage (MMC/SD, 

NAND, File system, SATA), Audio, Video drivers. 

• Test bench has been ported to the following platforms and 

RTOSs.  

▪ Platforms: DRx40x, DA830, C6747, DRx45x, C6748 etc.  

▪ RTOS: BIOS5, BIOS6, PrOS 

• Test bench is being used to run all kinds of tests including 

functional, performance, stress, stability etc. 

• Test bench releases are being made regularly adding the 

new platform support, new test cases and bug fixes.  

• Development teams are using test bench for unit testing and 

regression testing.  

 
Table 1:Differences between Old and New Test Bench 

Features Old Test Bench New Test Bench 

Test case reuse  <50% >95% 

Portableacross OS No Yes 

Portableacross Platforms No Yes 
Time to port for new Platform 2 months 2 weeks 

6. Conclusion 

In this paper we have elaborated the importance of devices drivers 

and the need for effectively validating them. Generally the device 

driver validation test codeis designed for specific platform and 

need to re-written for any new platform (or SoC). This will cause 

lot of issues in the test case development and also wastes lot of 

resources to re-do the things.  

The solution we have proposed here addresses each of the prob-

lems and this new framework not only will scale to multiple 

hardware platform but also is scalable across various operating 

systems. This will reduce the development effort, make the test 

cases robust and thus will reduce the overall project cycle time 

and enhances the product time to market. 
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