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Abstract 
 
Background/Objectives: Business processes utilize IoT data to interact with the data in physical world, to make informed decisions, 
improve their execution, and adjust to set context changes.  
Methods/Statistical analysis: A novel IoT task deployment tool is proposed in this paper for efficiently executing and allocating the 
business process model to real IoT devices. The designed tool can extract the operational sequence from the task editor and interact 

directly with remote IoT devices to perform defined tasks.  
Findings:An application in a mobile device is implemented to validate the feasibility of the proposed approach, in which CoAP protocol 
is used for the communication. The results show that the proposed task deployment tool can retrieve and parse tasks efficiently. 
Improvements/Applications: In future, we will conduct real experiment with more IoT devices to verify the proposed model for task 
deployment. 
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1. Introduction 

The Internet of Things (IoT) is turning into an inexorably critical 
subject of congress both on and off the working space [1]. IoT 
guarantees to empower establishing various applications in areas, 
for example, building and home automation, smart environment, 
intelligent agriculture, smart transportation, and medical services 
[2]. Real-world devices will have the capacity to offer their 
functionality via SOAP-based web services (WS-*) or RESTful 

APIs, enabling other components to interact with them 
dynamically, especially in IoT [3]. A service demonstrates the 
activity that can be performed by a sensor node so as to be asked 
for meeting the involved task, which is related with the atomic 
service type like temperature, humidity, light, etc.[4]. The WSN 
applications comprise of one or more tasks, and accordingly an 
application might require a complex service composed of multiple 
atomic services. To be more precise, each of these tasks is the 

finest-grained and non-divisible element to establish the WSN 
application.  
Business Process Modeling Notation (BPMN) [5] is a 
standardized set of notations that in a specific sequence produces a 
service for non-technical users to express their requirements, 
hence it can provide a better DIY programming platform for IoT 
related applications. Itcan be visualized as a collection of 
connected activities or tasks to achieve an authoritative objective, 

once finished. As of late, with the fast increasement in computing 
power, constrained IoT devices can participant in the execution of 
business logic, and in such a manner they can collect or filter the 
contents of data, and make processing decisions locally, by 
executing the business logic partially. 
In our previous study, a BPMN-based task editor [6] with the 
intuitive drag-and-drop approach was proposed, which allowed the 

general public without any programming experiences to customize 
the services offered by remote and constrained IoT devices. The 
editor offers miscellaneous graphical representations of the task 

objects enabling general users to define the logic flow of an IoT 
application. This paper proposes a task deployment tool to execute 
the business logic and allocate IoT tasks to remote devices. The 
proposed deployment tool utilizes the CoAP Californium which 
facilitates the discovery of CoAP resources and supports libraries 
for generation of CoAP commands. It ingests the task profile 
designed from the task editor which is in the form of XML. For 
the execution of the business process model, the deployment tool 

is responsible to translate each task into RESTful web services and 
directly interact with remote IoT devices. The execution state or 
any data is returned to the deployment tool which further decides 
how to proceed with the further execution of the business process. 
In order to verify the feasibility of the designed system, a mobile 
application has been implemented over the proposed system. The 
test results denote that the proposed system is capable of 
evaluating the application logic of the current task and perform the 

further execution steps of the business process. 
The remainder of this paper is structured as follows. Section 2 
shortly introduces the basic principle of BPMN and gives an 
overview of some existing researches using business process. In 
Section 3, we present the system architecture of the proposed 
system as well as system operation and configuration. Section 4 
details the implementation of the case study over the designed 
system and reports the experimental results with various 

snapshots. Section 5 demonstrates the performance of the 
proposed system by computing the execution time for three 
different business logic files with different steps. Finally, Section 
6 discusses the conclusion and future work. 
 
 
 



556 International Journal of Engineering & Technology 

 

2. Related Work 

Business process languages such as (WS-BPEL) or BPMN 
provides an abstraction level closer to the domain being specified. 
From the perspective of IoT implementations, the same definition 
of business process fits the processes or applications that run on 
top of an IoT implementation defining its behavior via the 
interactions of sensing and actuating agents in order to provide 
useful services to the end-users. The example of such an 
implementation would be a Smart Space, where the process 

running as the application would define the behavior of the Smart 
Space sensing (temperature, humidity, illumination, proximity 
etc.) and actuate (Air conditioning, heating, lightings, door locks 
etc.) agents based on pre-defined events (resident’s arrival, time 
schedule, emergency state etc.). 
As of late, there has been a broad proportion of research in the 
field of IoT behavior definition inside the business process. The 
authors in [7] integrate sensor networks into business processes by 

utilizing the BPEL language. As part of the CoBIs-project [8], a 
sensor network proposed to monitor the storage of chemical 
containers. The sensor network monitors the number of containers 
that are stored together as well as the combination of containers 
with different chemical materials. The concentration of this work 
is to integrate a sensor network application into existing business 
processes. In paper [9], a WS-BPEL model with context variables 
is extended to monitor IoT information as well as abstractes the 

set of operations interacted with IoT devices. The IoT-A project 
proposes some BPMN extensions to explicitly include IoT devices 
and their services in an IoT-aware process model, as well as some 
characteristics of IoT devices, such as uncertainty and availability 
[10]. The uBPMN project extends the BPMN by adding 
ubiquitous elements. New elements including a sensor, reader, 
collector, camera, and microphone, as well as an IoT-driven Data 
Object are defined as the BPMN task to represent the data 
transmitted from IoT devices [11]. A graphical user interface is 

proposed in GWELS [12] to design processes of the IoT 
application. The designed process can be automatically sent to IoT 
devices in the form of a sequence of operation calls which are web 
services provided by the IoT devices. It uses proprietary 
communication protocols to interact with IoT devices. IoT 
processes are provided as web services and, in this way, can also 

be integrated into business processes. A makeSense framework 
which extends the BPMN with attributes is proposed in [13]. A 
new intra-WSN participant is also designed, which enables IoT 
devices to execute some part of the process[14]. 

To the best of our knowledge, these systems mentioned above, are 
unable to define the behavior of IoT devices, they can only use 
services whose behavior is pre-defined. In our work, we utilize the 
standard BPMN to define all the business process, and IoT service 
is defined by a visual designer proposed in the previous study. The 
proposed deployment tool translates the business processes into 
RESTful web services, which can directly interact with IoT 
devices. 

3. Proposed IoT Task Deployment Tool 

The class diagram of the proposed task deployment tool is 
illustrated in Figure 1. Manager class defines the user interface to 
deal with the Human-Computer Interaction (HCI). Through this 
class,usercan choose BPMN file to load and confirm the business 

process intuitionally. All of the elements used in the business 
process is defined in the BpmnItem class. Parser class provides the 
functionalities to parse and extract business process items from the 
XML file. In addition, the Execution Engine is responsible for the 
deployment and allocation of the tasks created by the user. It 
creates a sequence for the execution of individual tasks according 
to the connections among various process notations as part of the 
graphical model along with the location of each graphical item in 

the model. The user can then choose to deploy the model. For the 
execution of the deployed process, the execution engine is 
responsible to send the XML representation of each task to the 
concerned remote IoT resource. The execution state or any data is 
returned to the execution engine which further decides how to 
proceed with the execution and scheduling of the tasks using three 
subclasses (Task, Gateway and Script). Task class defines the 
order of execution among tasks. The conditional logic of the 
process is implemented using the Gateway class while processor-

intensive tasks and remote communication tasks which are not 
suitable to be executed on the remote IoT resources are 
represented by the Script class. The Script class has been provided 
with a list of scripts from which the user can choose to manipulate 
or process the data. 

 

 
Figure 1: Class Diagram of the Task Deployment Tool 
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Figure 2 illustrates the details of the operation of the proposed task 
deployment tool. The task deployment tool is responsible for the 
deployment and execution of the BPM models created by the users 
through the task editor. It presents a simple user interface which 

consists of a viewer for the users to view the components of the 
BPM that is being deployed. The viewer panel does not visualize 
the components of the BPM as visual notations rather it lists them 
in a sequential order of the textual description of these 
components as specified by the graphical model. This operation is 
performed by parsing the connections among various BPM 
notations as part of the graphical model along with the location of 
each graphical item in the model to create a sequence for the 

execution of individual tasks.  
Once the task execution sequence is created, the list of the tasks as 
part of the BPM is shown to the user in the view panel. The user 
can then choose to deploy the model. For the execution of the 

deployed BPM, the execution engine is responsible to allocate 
tasks to the concerned remote IoT resource. The execution state or 
any data is returned to the execution engine which further decides 
how to proceed with the execution of the BPM. The BPMN 
Gateways provides branching and execution logic for the process 
and the BPMN Scripts provide functions such as data processing 
or network communications which are too costly for the remote 
IoT resources and thus are executed by the execution engine. 
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Figure 2: Operation Configuration of the Proposed Task Deployment Tool 

 

The task deployment tool loads the BPM XML documents and 
parses the business process. Then it starts the process execution 
and sends a CoAP request using GET method to the touch 
resource belonged to the smart phone. The deployment manager 
receives the CoAP response from the phone and verifies the 
boolean value of the touch sensor.  For example, the true value 
means the touch sensor is pressed by the user. The deployment 

manager initiates another request to the LED resource of the 
phone. The phone turns on the LED according to the request and 
sends back the response to the deployment manager, these 
operations are represented in Figure 3.  
 

Task Deployment 
Tool

Smart Phone

Load xmla documents

Parse from xmla

GET/  lighton

2.05 Content
Success

Turn on the light

GET/  touch

2.05 Content

Get touch sensor status

If sensor is touched

 
Figure 3: Sequence Diagram of the Case Study 

The XML sample for the case study shown in Figure 4 
representing tasks and other notations as DesignerItem objects. A 
DesignerItem tag in the figure completely represents the 
information encapsulated by a single BPM notation. In the figure 
first task represents a Task notation which encapsulates the 
complete information regarding a service object. The information 
includes the names of the input, output devices associated with the 

SO, the complete URIs of the services for both the devices and the 
operational conditions for the execution of the SO. The file also 
includes connection objects to keep track of the source and sink 
items in the model and hence helps in identifying the correct 
sequence and execution order of the process. 
 

 
Figure 4: XML Representation of Business Logic for the Case Study 
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4. Implementation Details 

This section introduces the IDEs, hardware, and technologies used 
for the case study development. The use case consists of two main 
components as shown in Figure 3 so that two tables are made to 
illustrate the development environment for each module 
separately. 
Table 1 represents the technology stacks used for developing the 
task deployment tool. The implementation is performed on Intel 
Core i3-3220 CPU at 3.30GHz with 12 GB memory and 64-bit 

operating system. This application is developed with the Eclipse 
Luna (version 2.3) in Java language. The Swing is a Java-written 
toolkit that is used to create window-based applications. In order 
to support the CoAP communication, Californium framework has 
been used. 
 

Table 1: Development Environment of Task Deployment Tool 

Task Deployment Tool 

CPU Intel(R) Core i3-3220 3.30GHz 

OS Windows 7 Ultimate 64bits 

Memory 12GB 

Development Tool Eclipse Luna (4.2) 

Communication Protocol CoAP Protocol 

Language Java 

Library and Framework CoAP Californium, Swing 

 
Table 2 represents the development environment of the mobile 
application in smart phone. This application is developed with the 
Android Studio IDE (version 2.3) in Java and XML language.  

The application has been tested in the Vivo X5 Pro in Android 5.0 
with API 23. CoAP Californium framework is used to implement 
the CoAP server and these mobile sensors such as LED and touch 
sensor are implemented into resources as part of the server, and 
each of them is assigned with a unique URI in order to be 
identified by the server. This mobile application listens for the 
request on the appointed port and performs the operation on the 

corresponding resources accordlingly. 
 

Table 2: Development Environment of Mobile Application in Smart 

Phone 

Mobile Application 

Development Tool Android Studio 2.3 

Communication Protocol CoAP Protocol 

Language Java, XML 

Library and Framework CoAP Californium 

Hardware Vivo X5 Pro (Android 5.0, API 23) 

Memory 2GB 

Resources LED, Touch sensor 

 
Task deployment tool provides the execution engine for the BPM 
created via the task editor. Figure 5 shows the main interface for 
the task deployment tool. For this specific prototype as the 
physical devices are CoAP based IoT resources in a mobile phone, 
the task deployment tool utilizes the Californium framework to 
communicate with the remote IoT resources in order to execute 
the process represented via the BPM. The interface is intentionally 

kept very simple with a viewer for the user to visualize the steps 
of the deployed BPM and a few controls to enable the user to load 
BPM from the repository and to control the execution of the BPM.  
As mentioned earlier, that a process model representing the 
interaction among various IoT resources is created by the user via 
the task editor and stored as an XML document. These XML 
documents can be loaded in the task deployment tool to be 
executed. The BPM in its XML format is loaded into the task 

deployment tool. The file is first parsed to extract all the 
executable entities as represented by the BPM notations. Based on 
the connection between the notations, the executable entities are 
sorted and sequenced so that the final execution of the process is 
in sync with the original graphical BPM created by the user. The 
execution steps are then displayed in the viewer part of the 
interface. 

 
Figure 5: Snapshot of Task Deployment Tool 

 
The entities are stored in a list which is sorted in accordance with 
the flow of the process model. The list is then iterated and each 
entity is executed based on its attributes and behavior. For task-
related to remote IoT resources, the URI of the resource extracted 

from the XML representation is sent to the corresponding CoAP 
server. This transfer is done through a CoAP function call service 
of the task deployment tool. 

 
Figure 6: Task Deployment Tool Execution Results 

 

Once the CoAP server receives the request from the task 
deployment tool, the CoAP services, are executed using the 

Californium framework. The response based on the complete 

execution of the task is then sent back to the task deployment tool, 
where it is utilized to evaluate the conditional gateways or 

provided as inputs to the other BPM notations directly connected 
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with the specific task notation. Scripts implemented as part of the 
Deployment Manager are executed by the manager itself while the 
data is provided by other entities such as remote IoT resources. 
Figure 6 shows the execution of a business process model via the 

task deployment tool. The responses received from the touch 
resource has been shown before utilized to further execute the 
process. In this case, the LED will be turned on if the touch sensor 
is pressed according to the defined business process in Figure 4. 
Figure 7 represents the snapshot of the execution result for the Led 
resource in the phone. The three color LED is turned on as the 
touch sensor is pressed. Then the LED resource returns a CoAP 
response which indicates the task is successfully performed. 

 

 
Figure 7: Snapshot of LED Resource Execution Result in Smart Phone 

5. Performance Evaluation 

 
Figure 8: Performance Analysis Graph for Task Deployment Tool 

 
The task deployment tool acquires the process object from the task 
editor in order to execute it. It first parses that information to 
create relevant executable objects and then sequence them 

according to the order set in the graphical business logic created 
by the user. This process has been analyzed for performance and 
the results have been represented in Figure 8. Three different 
business logic files with 5, 15 and 30 steps process were provided 
to the task deployment tool for this analysis, and each file was 
allowed to be parsed by the task deployment tool twenty times at 
random system resource levels. Three measurement methods: the 
minimum, average and maximum time in milliseconds taken by 

the task deployment tool are used to compute the time parsing the 
business logic into executable objects and adjusting the sequence 
of execution accordingly. For the 5 steps testing, the minimum 
time taken in the ten iterations was recorded to be 30 milliseconds, 

averaging at the 45.4 milliseconds and the maximum delay was 
recorded to be 62 milliseconds. For the 15 steps testing, the 
minimum time taken in the ten iterations was recorded to be 45 
milliseconds, averaging at the 57.2 milliseconds and the maximum 

delay was recorded to be 68 milliseconds. Lastly, for the 30 steps 
testing, the minimum time taken in the ten iterations was recorded 
to be 63 milliseconds, averaging at the 74.4 milliseconds and the 
maximum delay was recorded to be 84 milliseconds. According to 
the experimental results, the execution time cost of the task 
deployment tool is maintained in an optimal level which can be 
even disregarded and thus, it will not impact the user’s experience. 

6. Conclusion 

The vision of IoT is a global network of diverse sensing and 
actuating devices for the provision of useful services via data 
acquisition, communication, data sharing, andactuation. Task 
allocation on IoT devices is very challenging in a sense that 
efficient task deployment is interlinked inherently on the network 

problem and energy consumption. This study proposes the novel 
idea of an IoT task deployment tool for executing the business 
process model. Business process modeling has been at the core of 
software requirement analysis and specification processes. A case 
study based on mobile devices have been developed to 
demonstrate the feasibility of the design system. A basic 
information retrieval and parsing based performance analysis have 
been performed and the results indicate that the designed system 

has a good application prospect.  
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